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## Problem

- Maintain a proper coloring of a changing graph:
- Add \& remove edges
- Add \& remove vertices with incident edges
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- $O\left(d n^{(1 / d)}\right)$-approximate coloring with $O(d)$ recolorings
- Maintaining a c-coloring requires $\Omega\left(n^{\frac{2}{c(c-1)}}\right)$ recolorings
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## Upper bound: big-buckets

- New vertices also go to the first bucket ( $d+1$ )-approximate coloring with $O\left(d n^{1 / d}\right)$ recolorings per update



## Upper bound: small-buckets

- Split each big bucket into $n^{1 / d}$ smaller ones
- $O\left(d n^{1 / d}\right)$-approximate coloring with $d+2$ recolorings per update
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- Maintaining a 2-coloring of a forest requires $\Omega(n)$ recolorings per update
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## Lower bound

- Connect two big trees with same root color
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## Lower bound

- $\Omega\left(n^{2 / 3}\right)$ recolorings either way, for $O\left(n^{1 / 3}\right)$ updates



## Lower bound

- Maintaining a 3-coloring of a forest requires $\Omega\left(n^{1 / 3}\right)$ recolorings per update



## Lower bound

## Theorem

For constant c , the number of recolorings per update required to maintain a c-coloring of a forest is

$$
\Omega\left(n^{\frac{2}{व(c-1)}}\right) .
$$



## Summary

- Maintain an $O(d)$-approximate coloring with $O\left(d n^{(1 / d)}\right)$ vertex recolorings per update
- Maintain an $O\left(d n^{(1 / d)}\right)$-approximate coloring with $O(d)$ vertex recolorings per update
- Maintaining a c-coloring requires $\Omega\left(n^{\frac{2}{c(c-1)}}\right)$ recolorings per update


## Questions?

